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**Описание задания**

Разработать программу для решения [биквадратного уравнения.](https://ru.wikipedia.org/wiki/%D0%A3%D1%80%D0%B0%D0%B2%D0%BD%D0%B5%D0%BD%D0%B8%D0%B5_%D1%87%D0%B5%D1%82%D0%B2%D1%91%D1%80%D1%82%D0%BE%D0%B9_%D1%81%D1%82%D0%B5%D0%BF%D0%B5%D0%BD%D0%B8#%D0%91%D0%B8%D0%BA%D0%B2%D0%B0%D0%B4%D1%80%D0%B0%D1%82%D0%BD%D0%BE%D0%B5_%D1%83%D1%80%D0%B0%D0%B2%D0%BD%D0%B5%D0%BD%D0%B8%D0%B5)

1. Программа должна быть разработана в виде консольного приложения на языке Python.
2. Программа осуществляет ввод с клавиатуры коэффициентов А, В, С, вычисляет дискриминант и ДЕЙСТВИТЕЛЬНЫЕ корни уравнения (в зависимости от дискриминанта).
3. Коэффициенты А, В, С могут быть заданы в виде параметров командной строки ( [вариант задания параметров приведен в конце файла с примером кода](https://github.com/ugapanyuk/BKIT_2022/blob/main/code/lab1_code) ). Если они не заданы, то вводятся с клавиатуры в соответствии с пунктом 2. [Описание работы с параметрами командной строки.](https://realpython.com/python-command-line-arguments/#the-command-line-interface)
4. Если коэффициент А, В, С введен или задан в командной строке некорректно, то необходимо проигнорировать некорректное значение и вводить коэффициент повторно пока коэффициент не будет введен корректно. Корректно заданный коэффициент - это коэффициент, значение которого может быть без ошибок преобразовано в действительное число.

**Текст программы**

import math  
# -\*- coding: utf-8 -\*-  
  
def get\_coefficient(prompt):  
 while True:  
 try:  
 coefficient = float(input(prompt))  
 return coefficient  
 except ValueError:  
 print("Ошибка: введите число.")  
  
def solve\_equation(a, b, c):  
 if a == 0:  
 print("Ошибка: коэффициент A не может быть равен нулю.")  
 return  
 else:  
 d = b \*\* 2 - 4 \* a \* c  
 if d < 0:  
 print("Уравнение не имеет действительных корней.")  
 elif d == 0:  
 x = -b / (2 \* a)  
 print("Уравнение имеет один корень:", x)  
 else:  
 x1 = (-b + math.sqrt(d)) / (2 \* a)  
 x2 = (-b - math.sqrt(d)) / (2 \* a)  
 print("Уравнение имеет два корня:", x1, x2)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 import sys  
  
 if len(sys.argv) == 4:  
 try:  
 a = float(sys.argv[1])  
 b = float(sys.argv[2])  
 c = float(sys.argv[3])  
 except ValueError:  
 print("Ошибка: коэффициенты должны быть числами.")  
 a = get\_coefficient("Введите коэффициент A: ")  
 b = get\_coefficient("Введите коэффициент B: ")  
 c = get\_coefficient("Введите коэффициент C: ")  
 else:  
 a = get\_coefficient("Введите коэффициент A: ")  
 b = get\_coefficient("Введите коэффициент B: ")  
 c = get\_coefficient("Введите коэффициент C: ")  
  
 solve\_equation(a, b, c)  
  
  
# Объектно-ориентированная реализация  
  
class QuadraticEquation:  
 def \_\_init\_\_(self, a, b, c):  
 self.a = a  
 self.b = b  
 self.c = c  
  
 def solve(self):  
 if self.a == 0:  
 print("Ошибка: коэффициент A не может быть равен нулю.")  
 return  
 else:  
 d = self.b \*\* 2 - 4 \* self.a \* self.c  
 if d < 0:  
 print("Уравнение не имеет действительных корней.")  
 elif d == 0:  
 x = -self.b / (2 \* self.a)  
 print("Уравнение имеет один корень:", x)  
 else:  
 x1 = (-self.b + math.sqrt(d)) / (2 \* self.a)  
 x2 = (-self.b - math.sqrt(d)) / (2 \* self.a)  
 print("Уравнение имеет два корня:", x1, x2)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 import sys  
  
 if len(sys.argv) == 4:  
 try:  
 a = float(sys.argv[1])  
 b = float(sys.argv[2])  
 c = float(sys.argv[3])  
 except ValueError:  
 print("Ошибка: коэффициенты должны быть числами.")  
 a = float(input("Введите коэффициент A: "))  
 b = float(input("Введите коэффициент B: "))  
 c = float(input("Введите коэффициент C: "))  
 else:  
 a = float(input("Введите коэффициент A: "))  
 b = float(input("Введите коэффициент B: "))  
 c = float(input("Введите коэффициент C: "))  
  
 equation = QuadraticEquation(a, b, c)  
 equation.solve()

**Экранные формы с примерами выполнения программы**

**![](data:image/png;base64,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)**